CIS 200 - Lab 4

Fall 2016

Consider that individual nodes in an unsorted linked list have the following definition:

|  |
| --- |
| struct ListRec {  char value;  ListRec\* next; }; |

# Task 1

Without implementing a separate class to maintain the list, simply create a simple list directly in the main function. You should create a pointer to point to the head of the list, and name that pointer head.

Use the previously stated definition of a node, and create the following list in main:
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In the above visual depiction, the ![](data:image/png;base64,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)means that the next data member points to NULL (or nullptr.)

# Task 2

Write a void function in the same file as main to print out a linked list, given that the head is passed into the function as an argument. The prototype (and subsequently, the header) of the function should look like this:

|  |
| --- |
| void print(ListRec\* listHead) {  //print out the elements in the list } |

# Task 3

Write another function that takes two parameters:

* The head of a list to be copied
* The head of another list that will contain the copy of the first

The function perform a deep copy. Recall that with a deep copy, you must create a new node and copy over the value from the corresponding node in the list being copied to the list that will contain the copy.

The function prototype/header is as follows:

|  |
| --- |
| void deepCopy(ListRec\* oldListHead, ListRec\* newListHead) {  //perform a deep copy from old list to new list } |

# Task 4

Write the main function to perform a test of each of the above tasks. It must create the list (task 1), call the print function (from task 2), and the deepCopy function (from task 3.)

From main, you should :

1. make a copy of the original list

2. change the data in first node of the original list

3. call the print function on **both** the original list you created, and the copied list to verify that the deep copy worked as expected.